**¿Cómo Vincular Datos Externos (Excel) a nuestra Feature (.feature) ?**

Hasta el momento hemos usando nuestros datos desde la historia de usuario (.feature) o conectándonos a un archivo externo como excel (.xlsx).
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ó

Sin embargo, se pueden presentar situaciones en las cuales tenemos unas ventajas y desventajas sea el modelo que se use.

Por tal razón ahora vamos a ver un modelo que integra los dos anteriores y en el cual lo que hacemos es crear nuestros datos en el archivo de Excel y básicamente antes de comenzar la ejecución vamos a cargar dichos datos en nuestra feature.

**Objetivo:**

Realizar la ejecución de nuestros escenarios con datos que serán cargados (copiados) en la feature desde un archivo externo de Excel.

**Pasos para configurar nuestro proyecto**

1. **Adicionar al archivo POM.XML las siguientes dependencias. (Nota: Si realizaste el Tip “Uso de Archivos Externos - Excel” , ya debes tener descargadas estas dependencias, así que puedes omitir este paso.)**

<dependency>

<groupId>org.apache.poi</groupId>

<artifactId>poi-ooxml</artifactId>

<version>3.17</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.apache.poi/poi -->

<dependency>

<groupId>org.apache.poi</groupId>

<artifactId>poi</artifactId>

<version>3.17</version>

</dependency>

1. Debemos adicionar las siguientes Clases en el paquete “**com.choucair.formacion.utilities**” de nuestro proyecto.

BeforeSuite.java

DataToFeature.java

LectorExcel.java

![](data:image/png;base64,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)

|  |
| --- |
| BeforeSuite.java |
| package com.choucair.formacion.utilities;  import java.lang.annotation.ElementType;  import java.lang.annotation.Retention;  import java.lang.annotation.RetentionPolicy;  import java.lang.annotation.Target;  /\*\*  \* Se crea una anotación personalizada porque necesitamos copiar todos los datos del archivo de Excel al archivo .feature antes de comenzar a ejecutar  \*  \*/  //@Retention(RUNTIME)  //@Target(METHOD)  @Retention(RetentionPolicy.RUNTIME)  @Target(ElementType.METHOD)  public @interface BeforeSuite {  } |
| DataToFeature.java |
| **package** com.choucair.formacion.utilities;  **import** java.io.BufferedInputStream;  **import** java.io.BufferedReader;  **import** java.io.BufferedWriter;  **import** java.io.File;  **import** java.io.FileInputStream;  **import** java.io.FileOutputStream;  **import** java.io.IOException;  **import** java.io.InputStreamReader;  **import** java.io.OutputStreamWriter;  **import** java.util.ArrayList;  **import** java.util.List;  **import** java.util.Map;  **import** java.util.Map.Entry;  **import** org.apache.poi.openxml4j.exceptions.InvalidFormatException;  /\*\*  \* Ingresa los datos obtenidos del archivo de Excel al archivo feature del cual se está llamando  \* **@since** 27/11/2017  \* **@author** bgaona  \*  \*/  **public** **class** DataToFeature {    /\*\*  \* Ingresa los datos obtenidos de un excel al archivo .feature del cual se está llamando, hace que se genere la tabla en el escenario  \* Outline como Data Table  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** featureFile Nombre del archivo .feature el cual se modificará, debe tener la ruta del archivo y la hoja ser usada  \* **@return**  \* **@throws** InvalidFormatException  \* **@throws** IOException  \*/    **private** **static** List<String> setExcelDataToFeature2(File featureFile)**throws** InvalidFormatException, IOException {  List<String> fileData = **new** ArrayList<String>();  **try** (BufferedReader buffReader = **new** BufferedReader(  **new** InputStreamReader(**new** BufferedInputStream(**new** FileInputStream(featureFile)), "UTF-8"))) {  String data;  List<Map<String, String>> excelData = **null**;  **boolean** foundHashTag = **false**;  **boolean** featureData = **false**;  **boolean** esUnRango = **false**;  **boolean** esMultiple = **false**;  **boolean** esRangoDefinido=**false**;  **while** ((data = buffReader.readLine()) != **null**) {  String [] dataVector = **null**;  String [] dataVectorRango=**null**;  String sheetName = **null**;  String excelFilePath = **null**;  String excelDataRange = **null**;  **int** filaSeleccionada=0;  **int** pos=0;  **if** (data.trim().contains("##@externaldata")) {  dataVector = data.trim().split("@");  excelFilePath = dataVector[2];//data.substring(StringUtils.ordinalIndexOf(data, "@", 2)+1, data.lastIndexOf("@"));  sheetName = dataVector[3];//data.substring(data.lastIndexOf("@")+1, data.length());  **if** (dataVector.length == 4)  {  esUnRango=**true**;  }  **if** (dataVector.length == 5)  {  **if**(dataVector[4].toString().contains("-"))  {  dataVectorRango = dataVector[4].trim().split("-");  //esUnRango=true;  esRangoDefinido=**true**;  filaSeleccionada= Integer.*parseInt*(dataVectorRango[pos])-1;      }  **else**  {  **if**(dataVector[4].toString().contains(","))  {  dataVectorRango = dataVector[4].trim().split(",");  esUnRango=**true**;  esMultiple=**true**;  filaSeleccionada= Integer.*parseInt*(dataVectorRango[pos])-1;    }  **else**  {    filaSeleccionada=Integer.*parseInt*(dataVector[4])-1;  }    }    }  foundHashTag = **true**;  fileData.add(data);  } **if** (foundHashTag) {  excelData = **new** LectorExcel().getData(excelFilePath, sheetName);    **for** (**int** rowNumber = filaSeleccionada; rowNumber < excelData.size()-1; rowNumber++) {  String cellData = "";  **for** (Entry<String, String> mapData : excelData.get(rowNumber).entrySet()) {  **if** (dataVectorRango==**null**)  {  **if**(rowNumber==filaSeleccionada-1 && esUnRango==**false**)  {  cellData = cellData + " |" + mapData.getValue();  }  **else**  {  cellData = cellData + " |" + mapData.getValue();  }  }  **else**  {    **if**(esRangoDefinido==**true**)  {  **if**(rowNumber<Integer.*parseInt*(dataVectorRango[1]) )  {  cellData = cellData + " |" + mapData.getValue();  }    }**else**  {  **if**(rowNumber+1==Integer.*parseInt*(dataVectorRango[pos]) && esUnRango==**true**)  {  cellData = cellData + " |" + mapData.getValue();  }    }  }  }  fileData.add(cellData + "|");  **if** (esUnRango==**false**) {  **if**(esRangoDefinido==**false**)  rowNumber=excelData.size();  }  **if**(esMultiple==**true**)  {  **if**(pos+1<dataVectorRango.length)  {  filaSeleccionada=Integer.*parseInt*(dataVectorRango[pos+1])-1;  rowNumber=filaSeleccionada-1;  pos++;  }  **else**  {  rowNumber=excelData.size()-1;  }    }  **if**(esRangoDefinido==**true**)  {  **if**(rowNumber+1==Integer.*parseInt*(dataVectorRango[1]))  {  rowNumber=excelData.size()-1;  pos++;  }**else**  {  pos++;  }    }      }  foundHashTag = **false**;  featureData = **true**;  **continue**;  }  **if**(data.startsWith("|")||data.endsWith("|")){  **if**(featureData){  **continue**;  } **else**{  fileData.add(data);  **continue**;  }  } **else** {  featureData = **false**;  }  fileData.add(data);  }  }  **return** fileData;  }        /\*\*  \* Lista de todos los features con sus respectivos archivo de excel que se usarán en la prueba  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** folder Carpeta donde estarán los archivo .feature  \* **@return**  \*/  **private** **static** List<File> listOfFeatureFiles(File folder) {  List<File> featureFiles = **new** ArrayList<File>();  **if** (folder.getName().endsWith(".feature")) {  featureFiles.add(folder);  }**else** {    **for** (File fileEntry : folder.listFiles()) {  **if** (fileEntry.isDirectory()) {  featureFiles.addAll(*listOfFeatureFiles*(fileEntry));  } **else** {  **if** (fileEntry.isFile() && fileEntry.getName().endsWith(".feature")) {  featureFiles.add(fileEntry);  }  }  }  }  **return** featureFiles;  }    /\*\*  \* Hace una lista con todos los features dependiendo de la ruta asignada  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** featuresDirectoryPath Ruta donde se encuentran los features que tendrán las tablas  \* **@throws** IOException  \* **@throws** InvalidFormatException  \*/  **public** **static** **void** overrideFeatureFiles(String featuresDirectoryPath)  //public void overrideFeatureFiles(String featuresDirectoryPath)  **throws** IOException, InvalidFormatException {  List<File> listOfFeatureFiles = *listOfFeatureFiles*(**new** File(featuresDirectoryPath));  **for** (File featureFile : listOfFeatureFiles) {  List<String> featureWithExcelData = *setExcelDataToFeature2*(featureFile);  **try** (BufferedWriter writer = **new** BufferedWriter(  **new** OutputStreamWriter(**new** FileOutputStream(featureFile), "UTF-8"));) {  **for** (String string : featureWithExcelData) {  writer.write(string);  writer.write("\n");  }  }  }  }  } |
| LectorExcel.java |
| **package** com.choucair.formacion.utilities;  **import** java.io.File;  **import** java.io.IOException;  **import** java.util.ArrayList;  **import** java.util.LinkedHashMap;  **import** java.util.List;  **import** java.util.Map;  **import** org.apache.poi.openxml4j.exceptions.InvalidFormatException;  **import** org.apache.poi.ss.usermodel.Cell;  **import** org.apache.poi.ss.usermodel.CellType;  **import** org.apache.poi.ss.usermodel.Row;  **import** org.apache.poi.ss.usermodel.Sheet;  **import** org.apache.poi.ss.usermodel.Workbook;  **import** org.apache.poi.ss.usermodel.WorkbookFactory;  **import** org.apache.poi.ss.util.NumberToTextConverter;  **public** **class** LectorExcel {  /\*\*  \* Obtiene los datos de un archivo de excel, teniendo en cuenta el nombre de la  \* hoja  \*  \* **@param** excelFilePath  \* Ruta del libro de excel  \* **@param** sheetName  \* Nombre de la hoja que contiene los datos  \* **@return**  \* **@throws** InvalidFormatException  \* Manejo de error por formato inválido  \* **@throws** IOException  \* Manejo de error para el proceso de entrada y salida de datos  \*/  **public** List<Map<String, String>> getData(String excelFilePath, String sheetName)  **throws** InvalidFormatException, IOException {  Sheet sheet = getSheetByName(excelFilePath, sheetName);  **return** readSheet(sheet);  }  /\*\*  \* Obtiene los datos de un archivo de excel, teniendo en cuenta el numero de la  \* hoja  \*  \* **@param** excelFilePath  \* Ruta del libro de excel  \* **@param** sheetNumber  \* Nombre de la hoja que contiene los datos  \* **@return**  \* **@throws** InvalidFormatException  \* Manejo de error por formato inválido  \* **@throws** IOException  \* Manejo de error para el proceso de entrada y salida de datos  \*/  **public** List<Map<String, String>> getData(String excelFilePath, **int** sheetNumber)  **throws** InvalidFormatException, IOException {  Sheet sheet = getSheetByIndex(excelFilePath, sheetNumber);  **return** readSheet(sheet);  }  /\*\*  \* Obtiene la hoja de trabajo donde se encuentran los datos de acuerdo a la  \* ruta del archivo  \*  \* **@param** excelFilePath  \* Ruta del libro de excel  \* **@param** sheetName  \* Nombre de la hoja que contiene los datos  \* **@return**  \* **@throws** IOException  \* **@throws** InvalidFormatException  \*/  **private** Sheet getSheetByName(String excelFilePath, String sheetName) **throws** IOException, InvalidFormatException {  Sheet sheet = getWorkBook(excelFilePath).getSheet(sheetName);  **return** sheet;  }  /\*\*  \* Obtiene los hoja de trabajo donde se encuentran los datos de acuerdo al index  \* de la hoja  \*  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** excelFilePath  \* Ruta del libro de excel  \* **@param** sheetNumber  \* Indice de tipo entero de la hoja en el libro de excel  \* **@return**  \* **@throws** IOException  \* **@throws** InvalidFormatException  \*/  **private** Sheet getSheetByIndex(String excelFilePath, **int** sheetNumber) **throws** IOException, InvalidFormatException {  Sheet sheet = getWorkBook(excelFilePath).getSheetAt(sheetNumber);  **return** sheet;  }  /\*\*  \* Devuelve el libro correspondiente a la hoja determinada con antelación  \*  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** excelFilePath  \* Ruta del archivo de excel  \* **@return**  \* **@throws** IOException  \* **@throws** InvalidFormatException  \*/  **private** Workbook getWorkBook(String excelFilePath) **throws** IOException, InvalidFormatException {  **return** WorkbookFactory.*create*(**new** File(excelFilePath));  }  /\*\*  \* Retorna la lista en forma de Map de todas las filas que contiene la hoja de  \* excel, teniendo en cuenta la primera fila como los nombres de la columna  \*  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** sheet  \* Hoja de excel  \* **@return**  \*/  **private** List<Map<String, String>> readSheet(Sheet sheet) {  Row row;  **int** totalRow = sheet.getPhysicalNumberOfRows(); //-------------> se deja la última fila Se quita una de las filas que la librería considera que tiene datos debido a que deja una en blanco  List<Map<String, String>> excelRows = **new** ArrayList<Map<String, String>>();  **int** headerRowNumber = getHeaderRowNumber(sheet);  **if** (headerRowNumber != -1) {  **int** totalColumn = sheet.getRow(headerRowNumber).getLastCellNum();  **int** setCurrentRow = 1;  **for** (**int** currentRow = setCurrentRow; currentRow <= totalRow; currentRow++) {  row = getRow(sheet, sheet.getFirstRowNum() + currentRow);  LinkedHashMap<String, String> columnMapdata = **new** LinkedHashMap<String, String>();  **for** (**int** currentColumn = 0; currentColumn < totalColumn; currentColumn++) {  columnMapdata.putAll(getCellValue(sheet, row, currentColumn));  }  excelRows.add(columnMapdata);  }  }  **return** excelRows;  }  /\*\*  \* Obtiene el número de filas conceniernte a encabezado de la hoja  \*  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** sheet  \* **@return**  \*/  **private** **int** getHeaderRowNumber(Sheet sheet) {  Row row;  **int** totalRow = sheet.getLastRowNum();  **for** (**int** currentRow = 0; currentRow <= totalRow + 1; currentRow++) {  row = getRow(sheet, currentRow);  **if** (row != **null**) {  **int** totalColumn = row.getLastCellNum();  **for** (**int** currentColumn = 0; currentColumn < totalColumn; currentColumn++) {  Cell cell;  cell = row.getCell(currentColumn, Row.MissingCellPolicy.***CREATE\_NULL\_AS\_BLANK***);  **if** (cell.getCellTypeEnum() == CellType.***STRING***) {  **return** row.getRowNum();  } **else** **if** (cell.getCellTypeEnum() == CellType.***NUMERIC***) {  **return** row.getRowNum();  } **else** **if** (cell.getCellTypeEnum() == CellType.***BOOLEAN***) {  **return** row.getRowNum();  } **else** **if** (cell.getCellTypeEnum() == CellType.***ERROR***) {  **return** row.getRowNum();  }  }  }  }  **return** (-1);  }  /\*\*  \* Obtiene la fila de acuerdo a la hoja y el número de ésta  \*  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** sheet  \* **@param** rowNumber  \* **@return**  \*/  **private** Row getRow(Sheet sheet, **int** rowNumber) {  **return** sheet.getRow(rowNumber);  }  /\*\*  \* Obtiene el valor de cada una de las celdas -------> reevaluar y dejar como texto todos los valores  \*  \* **@since** 27/11/2017  \* **@author** bgaona  \* **@param** sheet  \* **@param** row  \* **@param** currentColumn  \* **@return**  \*/  **private** LinkedHashMap<String, String> getCellValue(Sheet sheet, Row row, **int** currentColumn) {  LinkedHashMap<String, String> columnMapdata = **new** LinkedHashMap<String, String>();  Cell cell;  **if** (row == **null**) {  **if** (sheet.getRow(sheet.getFirstRowNum()).getCell(currentColumn, Row.MissingCellPolicy.***CREATE\_NULL\_AS\_BLANK***)  .getCellTypeEnum() != CellType.***BLANK***) {  String columnHeaderName = sheet.getRow(sheet.getFirstRowNum()).getCell(currentColumn)  .getStringCellValue();  columnMapdata.put(columnHeaderName, "");  }  } **else** {  cell = row.getCell(currentColumn, Row.MissingCellPolicy.***CREATE\_NULL\_AS\_BLANK***);  **if** (cell.getCellTypeEnum() == CellType.***STRING***) {  **if** (sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex(), Row.MissingCellPolicy.***CREATE\_NULL\_AS\_BLANK***)  .getCellTypeEnum() != CellType.***BLANK***) {  String columnHeaderName = sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex())  .getStringCellValue();  columnMapdata.put(columnHeaderName, cell.getStringCellValue());  }  } **else** **if** (cell.getCellTypeEnum() == CellType.***NUMERIC***) {  **if** (sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex(), Row.MissingCellPolicy.***CREATE\_NULL\_AS\_BLANK***)  .getCellTypeEnum() != CellType.***BLANK***) {  String columnHeaderName = sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex())  .getStringCellValue();  columnMapdata.put(columnHeaderName, NumberToTextConverter.*toText*(cell.getNumericCellValue()));  }  } **else** **if** (cell.getCellTypeEnum() == CellType.***BLANK***) {  **if** (sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex(), Row.MissingCellPolicy.***CREATE\_NULL\_AS\_BLANK***)  .getCellTypeEnum()!= CellType.***BLANK***) {  String columnHeaderName = sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex())  .getStringCellValue();  columnMapdata.put(columnHeaderName, "");  }  } **else** **if** (cell.getCellTypeEnum() == CellType.***BOOLEAN***) {  **if** (sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex(), Row.MissingCellPolicy.***CREATE\_NULL\_AS\_BLANK***)  .getCellTypeEnum() != CellType.***BLANK***) {  String columnHeaderName = sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex())  .getStringCellValue();  columnMapdata.put(columnHeaderName, Boolean.*toString*(cell.getBooleanCellValue()));  }  } **else** **if** (cell.getCellTypeEnum() == CellType.***ERROR***) {  **if** (sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex(), Row.MissingCellPolicy.***CREATE\_NULL\_AS\_BLANK***)  .getCellTypeEnum() != CellType.***BLANK***) {  String columnHeaderName = sheet.getRow(sheet.getFirstRowNum()).getCell(cell.getColumnIndex())  .getStringCellValue();  columnMapdata.put(columnHeaderName, Byte.*toString*(cell.getErrorCellValue()));  }  }  }  **return** columnMapdata;  }  } |

1. En el paquete “**com.choucair.formacion**“ se debe crear la clave RunnerPersonalizado.java

|  |
| --- |
| RunnerPersonalizado.java |
| **package** com.choucair.formacion;  **import** java.lang.annotation.Annotation;  **import** java.lang.reflect.Method;  **import** org.junit.runner.Description;  **import** org.junit.runner.Runner;  **import** org.junit.runner.notification.RunNotifier;  **import** com.choucair.formacion.utilities.BeforeSuite;  **import** net.serenitybdd.cucumber.CucumberWithSerenity;  /\*\*  \* Personalización del Runner con el cual se puede determinar que busque y modifique los .feature antes de ser ejecutados  \* **@since** 27/11/2017  \*/  **public** **class** RunnerPersonalizado **extends** Runner {  /\*private Class<Cucumber> classValue;  private Cucumber cucumber;\*/    **private** Class<CucumberWithSerenity> classValue;  **private** CucumberWithSerenity cucumberWithSerenity;      **public** RunnerPersonalizado(Class<CucumberWithSerenity> classValue) **throws** Exception {  **this**.classValue = classValue;  cucumberWithSerenity = **new** CucumberWithSerenity(classValue);  }    @Override  **public** Description getDescription() {  **return** cucumberWithSerenity.getDescription();  }    **private** **void** runAnnotatedMethods(Class<?> annotation) **throws** Exception {  **if** (!annotation.isAnnotation()) {  **return**;  }  Method[] methods = **this**.classValue.getMethods();  **for** (Method method : methods) {  Annotation[] annotations = method.getAnnotations();  **for** (Annotation item : annotations) {  **if** (item.annotationType().equals(annotation)) {  method.invoke(**null**);  **break**;  }  }  }  }    @Override  **public** **void** run(RunNotifier notifier) {  **try** {  runAnnotatedMethods(BeforeSuite.**class**);  cucumberWithSerenity = **new** CucumberWithSerenity(classValue);  } **catch** (Exception e) {  e.printStackTrace();  }  cucumberWithSerenity.run(notifier);  }  } |

1. Debe modificar la clase RunnerTags.java con el siguiente código, es decir, elimina el que tiene actualmente y coloca el siguiente.

|  |
| --- |
| RunnerTags.java |
| **package** com.choucair.formacion;  **import** java.io.IOException;  **import** org.apache.poi.openxml4j.exceptions.InvalidFormatException;  **import** org.junit.runner.RunWith;  **import** com.choucair.formacion.utilities.BeforeSuite;  **import** com.choucair.formacion.utilities.DataToFeature;  **import** cucumber.api.CucumberOptions;  **import** cucumber.api.SnippetType;  @CucumberOptions (features = "src/test/resources/features/CRM/ZohoCRM.feature",tags= {"@CrearUsuarioExcel"}, snippets= SnippetType.***CAMELCASE***)  @RunWith(RunnerPersonalizado.**class**)  **public** **class** RunnerTags {  @BeforeSuite  **public** **static** **void** test() **throws** InvalidFormatException, IOException {  DataToFeature.*overrideFeatureFiles*("./src/test/resources/features/CRM/ZohoCRM.feature");  }  } |

**Nota: Debes tener en cuenta las 2 líneas resaltadas en amarillo, ya que deben modificarse en cada ejecución.**

1. Para finalizar, al momento de crear nuestra **feature,** vamos a adicionar la siguiente línea de código. En esta especificamos la ruta de nuestro DataDriven de Excel, El nombre de la hoja e incluso los casos que deseamos ejecutar.

Esta línea debería ir donde anteriormente ubicábamos nuestra tabla de datos, es decir en la etiqueta Examples:

##@externaldata@./src/test/resources/Datadriven/dtDatos.xlsx@Datos@1

|  |
| --- |
| * **./src/test/resources/Datadriven/dtDatos.xlsx**: Ruta de nuestro archivo de Excel con los datos * **Datos**: Nombre de la hoja que contiene la información * **1 :** En el último parámetro podemos realizar 4 tipos de verificaciones al momento de querer ejecutar nuestro casos:   1. Colocar solo un numero de caso. Ej: 1 : trae a la feature el caso número 1 de nuestro data driven de Excel.   2. Colocar un rango de casos. Ej: 1-4 : trae a la feature el rango de casos del 1 al 4, es decir, 1,2,3 y 4.   3. Casos específicos. Ej: 1,2,4 : Trae a la feature los casos 1,2 y 4.   4. Sin parámetro, es decir no colocamos el ultimo @ : Trae todos los casos de nuestro Data Driven de Excel.   **Nota Importante**: Para que esta última parametrización en la cual especifico los casos a cargar me funcione correctamente, debo colocar en mi data driven de Excel para la columna 1 el número del caso. |

Escenario:
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**¡¡ Ahora adelante, realiza la implementación de este cambio a tu solución¡!**